**Experiment 5**

**1. Implementation of Semaphores**

**Program:**

import java.util.concurrent.locks.\*;

public class Main {

public static void main(String[] args) {

Semaphore binarySemaphore = new Semaphore(1);

Semaphore mutex = new Semaphore(1);

Semaphore workerSemaphore = new Semaphore(0);

for (int i = 0; i < 5; i++) {

Thread thread = new Thread(new Worker(binarySemaphore, mutex, workerSemaphore, i));

thread.start();

}

}

public static class Worker implements Runnable {

private final Semaphore binarySemaphore;

private final Semaphore mutex;

private final Semaphore workerSemaphore;

private final int id;

private static int previousId = 0;

public Worker(Semaphore binarySemaphore, Semaphore mutex, Semaphore workerSemaphore, int id) {

this.binarySemaphore = binarySemaphore;

this.mutex = mutex;

this.workerSemaphore = workerSemaphore;

this.id = id;

}

@Override

public void run() {

try {

mutex.acquire(); // Acquire mutex to update previousId

if (id != previousId) {

mutex.release();

workerSemaphore.acquire();

} else {

mutex.release();

}

System.out.println("Worker " + id + " is trying to acquire permit.");

binarySemaphore.acquire();

System.out.println("Worker " + id + " has acquired permit.");

Thread.sleep(2000);

System.out.println("Worker " + id + " has released permit.");

binarySemaphore.release();

workerSemaphore.release();

previousId++;

if (previousId == 5) {

previousId = 0;

}

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

}

class Semaphore {

private int permits;

private final Lock lock;

private final Condition condition;

public Semaphore(int permits) {

this.permits = permits;

this.lock = new ReentrantLock();

this.condition = lock.newCondition();

}

public void acquire() throws InterruptedException {

lock.lock();

try {

while (permits == 0) {

condition.await();

}

permits--;

} finally {

lock.unlock();

}

}

public void release() {

lock.lock();

try {

permits++;

condition.signal();

} finally {

lock.unlock();

}

}

}

**Output:**

Worker 0 is trying to acquire permit.

Worker 0 has acquired permit.

Worker 0 has released permit.

Worker 2 is trying to acquire permit.

Worker 2 has acquired permit.

Worker 2 has released permit.

Worker 3 is trying to acquire permit.

Worker 3 has acquired permit.

Worker 3 has released permit.

Worker 1 is trying to acquire permit.

Worker 1 has acquired permit.

Worker 1 has released permit.

Worker 4 is trying to acquire permit.

Worker 4 has acquired permit.

Worker 4 has released permit.

**Implementation of InterProcess Communication:**

**Using Sockets:**

**1.Server side:**

import java.io.\*;

import java.net.\*;

public class Server {

public static void main(String[] args) {

try {

ServerSocket serverSocket = new ServerSocket(5000);

System.out.println("Server started. Waiting for client...");

Socket socket = serverSocket.accept();

System.out.println("Client connected.");

BufferedReader inputFromClient = new BufferedReader(new InputStreamReader(socket.getInputStream()));

PrintWriter outputToClient = new PrintWriter(socket.getOutputStream(), true);

String messageFromClient = inputFromClient.readLine();

System.out.println("Message from client: " + messageFromClient);

outputToClient.println("Message received by server: " + messageFromClient);

inputFromClient.close();

outputToClient.close();

socket.close();

serverSocket.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

**Output:**
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**2.Client Side:**

import java.io.\*;

import java.net.\*;

public class Client {

public static void main(String[] args) {

try {

Socket socket = new Socket("localhost", 5000);

System.out.println("Connected to server.");

BufferedReader inputFromServer = new BufferedReader(new InputStreamReader(socket.getInputStream()));

PrintWriter outputToServer = new PrintWriter(socket.getOutputStream(), true);

outputToServer.println("Hello from client.");

String responseFromServer = inputFromServer.readLine();

System.out.println("Response from server: " + responseFromServer);

inputFromServer.close();

outputToServer.close();

socket.close();

} catch (IOException e) {

e.printStackTrace();

}

}

}

**Output:**
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![](data:image/png;base64,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)

**Dining Philosophers problem:**

import java.util.concurrent.locks.Lock;

import java.util.concurrent.locks.ReentrantLock;

class Philosopher extends Thread {

private final Lock leftChopstick;

private final Lock rightChopstick;

private final int id;

public Philosopher(int id, Lock leftChopstick, Lock rightChopstick) {

this.id = id;

this.leftChopstick = leftChopstick;

this.rightChopstick = rightChopstick;

}

public void run() {

while (true) {

think();

eat();

}

}

private void think() {

System.out.println("Philosopher " + (id+1) + " is thinking");

try {

Thread.sleep((long) (Math.random() \* 1000));

} catch (InterruptedException e) {

e.printStackTrace();

}

}

private void eat() {

leftChopstick.lock();

rightChopstick.lock();

System.out.println("Philosopher " + (id+1) + " is eating");

try {

Thread.sleep((long) (Math.random() \* 1000));

} catch (InterruptedException e) {

e.printStackTrace();

} finally {

leftChopstick.unlock();

rightChopstick.unlock();

}

}

}

class DiningPhilosophers {

public static void main(String[] args) {

int numPhilosophers = 5;

Lock[] chopsticks = new Lock[numPhilosophers];

Philosopher[] philosophers = new Philosopher[numPhilosophers];

for (int i = 0; i < numPhilosophers; i++) {

chopsticks[i] = new ReentrantLock();

}

for (int i = 0; i < numPhilosophers; i++) {

philosophers[i] = new Philosopher(i, chopsticks[i], chopsticks[(i + 1) % numPhilosophers]);

philosophers[i].start();

}

}

}

**Output:**

Philosopher 4 is thinking

Philosopher 5 is thinking

Philosopher 3 is thinking

Philosopher 1 is thinking

Philosopher 2 is thinking

Philosopher 2 is eating

Philosopher 2 is thinking

Philosopher 2 is eating

Philosopher 4 is eating

Philosopher 2 is thinking

Philosopher 1 is eating

Philosopher 3 is eating

Philosopher 4 is thinking

Philosopher 3 is thinking

Philosopher 3 is eating

Philosopher 1 is thinking

Philosopher 5 is eating

Philosopher 5 is thinking

Philosopher 2 is eating

Philosopher 3 is thinking

Philosopher 4 is eating

Philosopher 4 is thinking

Philosopher 2 is thinking

Philosopher 1 is eating

Philosopher 3 is eating

Philosopher 3 is thinking

Philosopher 1 is thinking

Philosopher 5 is eating

Philosopher 5 is thinking

Philosopher 4 is eating

Philosopher 4 is thinking

Philosopher 3 is eating

Philosopher 5 is eating

Philosopher 3 is thinking

Philosopher 2 is eating

Philosopher 2 is thinking

**Bankers’s Algorithm:**

import java.util.Scanner;

public class BankersAlgorithm {

private int numProcesses;

private int numResources;

private int[][] max;

private int[][] allocation;

private int[] available;

private int[][] need;

private int[] safeSequence;

private void initializeValuesFromUser() {

Scanner scanner = new Scanner(System.in);

System.out.print("Enter the number of processes: ");

numProcesses = scanner.nextInt();

System.out.print("Enter the number of resources: ");

numResources = scanner.nextInt();

max = new int[numProcesses][numResources];

allocation = new int[numProcesses][numResources];

available = new int[numResources];

need = new int[numProcesses][numResources];

System.out.println("Enter the allocation matrix:");

for (int i = 0; i < numProcesses; i++) {

for (int j = 0; j < numResources; j++) {

allocation[i][j] = scanner.nextInt();

}

}

System.out.println("Enter the maximum matrix:");

for (int i = 0; i < numProcesses; i++) {

for (int j = 0; j < numResources; j++) {

max[i][j] = scanner.nextInt();

}

}

System.out.println("Enter the available resources:");

for (int i = 0; i < numResources; i++) {

available[i] = scanner.nextInt();

}

}

private boolean isSafe() {

int[] work = new int[numResources];

boolean[] visited = new boolean[numProcesses];

safeSequence = new int[numProcesses];

int count = 0;

for (int i = 0; i < numResources; i++) {

work[i] = available[i];

}

while (count < numProcesses) {

boolean flag = false;

for (int i = 0; i < numProcesses; i++) {

if (!visited[i]) {

int j;

for (j = 0; j < numResources; j++) {

if (need[i][j] > work[j]) {

break;

}

}

if (j == numResources) {

safeSequence[count++] = i;

visited[i] = true;

flag = true;

for (j = 0; j < numResources; j++) {

work[j] += allocation[i][j];

}

}

}

}

if (!flag) {

break;

}

}

return count == numProcesses;

}

private void printUnsafeSequence() {

System.out.println("Unsafe sequence:");

for (int i = 0; i < numProcesses; i++) {

if (safeSequence[i] == 0) {

System.out.print("P" + (safeSequence[i] + 1));

} else {

System.out.print(" -> P" + (safeSequence[i] + 1));

}

}

System.out.println();

}

private void calculateNeed() {

for (int i = 0; i < numProcesses; i++) {

for (int j = 0; j < numResources; j++) {

need[i][j] = max[i][j] - allocation[i][j];

}

}

}

private void printNeedMatrix() {

System.out.println("Need Matrix:");

for (int i = 0; i < numProcesses; i++) {

for (int j = 0; j < numResources; j++) {

System.out.print(need[i][j] + " ");

}

System.out.println();

}

}

public static void main(String[] args) {

BankersAlgorithm bankersAlgorithm = new BankersAlgorithm();

bankersAlgorithm.initializeValuesFromUser();

bankersAlgorithm.calculateNeed();

bankersAlgorithm.printNeedMatrix();

if (bankersAlgorithm.isSafe()) {

System.out.println("System is in safe state.");

System.out.println("Safe sequence:");

for (int i = 0; i < bankersAlgorithm.numProcesses; i++) {

if (i != 0) {

System.out.print(" -> ");

}

System.out.print("P" + (bankersAlgorithm.safeSequence[i] + 1));

}

System.out.println();

} else {

System.out.println("System is in unsafe state.");

bankersAlgorithm.printUnsafeSequence();

}

}

}

**Output:**

**java -cp /tmp/1CXbqLiVCS/BankersAlgorithm**

**Enter the number of processes: 5**

**Enter the number of resources: 3**

**Enter the allocation matrix:**

**0 1 0**

**2 0 0**

**3 0 2**

**2 1 1**

**0 0 2**

**Enter the maximum matrix:**

**7 5 3**

**3 2 2**

**9 0 2**

**2 2 2**

**4 3 3**

**Enter the available resources:**

**3 3 2**

**Need Matrix:**

**7 4 3**

**1 2 2**

**6 0 0**

**0 1 1**

**4 3 1**

**System is in safe state.**

**Safe sequence:**

**P2 -> P4 -> P5 -> P1 -> P3**

**=== Code Execution Successful ===**